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Abstract: With large web applications, encountering an increasing number of threats, application security has 

become progressively important. Security issues including SQL injections, cross-site scripting (XSS), and data 

leaks seriously impact organizations. In response to these threats, different application security testing 

techniques, including Static Application Security Testing (SAST), Dynamic Application Security Testing 

(DAST), and Interactive Application Security Testing (IAST), have come into being. They deal with 

weaknesses at diverse points throughout the Software Development Lifecycle (SDLC) and vary in effectiveness, 

ease of implementation, and detailedness. This work offers an in-depth comparison between SAST, DAST, and 

IAST, zeroing in on their relevance to large web applications. We investigate their capabilities, restraints, and 

adaptability within today's Continuous Integration and Continuous Deployment (CI/CD) chains. With an 

analysis of the use cases, scope, and impact of both, this paper serves to offer an understanding of how 

organizations can improve application security testing for greater performance and risk mitigation. 
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1. Introduction 

As the digital world interface gets more complex web applications are left open to attacks. Since web 

applications, immense scale platforms such as online banking, e-commerce websites and social networking sites 

contain user information and cater for millions of users, they are easily attacked. Yet, it is found that 43% of 

cyber-attacks are aimed at web applications and it cost $ 4.45 million on average to have a data breach in 2023 

based on IBM's Cost of a Data Breach Report. Large-scale web applications are more challenging to develop 

and maintain, which adds to the risk of creating exploits like SQL injections, cross-site scripting (XSS), and 

misconfigured security systems. To solve these problems, organizations need to implement sound approaches to 

security testing that would help uncover threats before they are exploited. 

Three primary types to detect vulnerabilities are Static Application Security Testing (SAST), Dynamic 

Application Security Testing (DAST), and Interactive Application Security Testing (IAST). While SAST 

interprets the source code and provides no results of the execution; DAST, on the other hand, explores it and 

identifies several opportunities; IAST is a blend of both SAST and DAST. Despite their differing approaches, 

these testing methods share a common goal: protection of web applications from prospective risks. The 

objective of this paper is to serve as an informative source of information that will compare SAST, DAST, and 

IAST, with special emphasis on Large Scale Web Applications. We assess the effectiveness of both options, 

discuss their advantages, disadvantages, and applicability, as well as analyze their integration with CI/CD to 

achieve the best security results. 
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2. Main Body 

Problem Statement 

Businesses cannot underestimate the benefits of Web applications, they are essential; however, it must be noted 

that such applications are always attacked. One of the problems arising during web application security is the 

choice of proper methods of its vulnerability detection during development. As the applications scale up to the 

web area, the possible attack points are more, and the bandwidth becomes broader [1]. The risks may have their 

source in poorly coded code, in unknown and unverified third-party components, or in incorrect settings. As per 

the OWASP Top 10 list, applications face issues like broken access control, injection flaws, and security 

misconfigured [2]. Static and dynamic security testing methodologies as well as other traditional black-box 

testing techniques, can simply not match the current rapidity and intricate structure of Web application 

development. The practices of continuous integration and delivery demand security testing tools that do not 

hinder the speed of integration into the tools and processes used [3]. Nevertheless, several organizations 

continue to struggle to apply security, through appropriate CI/CD processes, hence, slow identification of risks 

and security weaknesses within production triplets. 

 

 
Figure 1: Continuous Integration, Delivery, and Deployment Process 

 

Moreover, none of the security testing methods can be fully effective throughout all phases of application 

development SDLC. For instance, SAST can detect errors in the code that writes but may not detect those errors 

that appear when the program is running [4]. DAST is indeed good at identifying runtime failures, but it fails to 

identify code-based vulnerabilities. IAST tries to fill these gaps, but it is not devoid of problems associated with 

performance losses and system configuration. It is for this reason this paper seeks to identify the testing 

methodologies that should be used to support the other methods in various scenarios to enhance vulnerability 

testing and mitigation [5]. In this paper, an attempt will be made to understand how SAST, DAST, and IAST 

can help to overcome these challenges in large-scale web applications. 

 

3. Solution 

Static Application Security Testing (SAST) 

Static analysis is a White-Box testing technique that implies using an application's source, object or Byte code to 

help identify vulnerabilities. It is normally conducted at the initial part of the SDLC, preferably during the 

development or build phase. SAST is better than DAST because to use it you do not need to run any application 

and thus it identifies flaws such as SQL injection, cross-site scripting (XSS) and buffer overflow in the source 

code before the application is run [6]. Veracode's study demonstrates that applications tested under SAST have 

an average of 56% lower density of vulnerability compared to applications that were not tested with SAST [7]. 

Such reduction highlights the need and significance of considering security issues as early as the system 

development life cycle. 
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Figure 2: System Development Life Cycle 

 

Static Application Security Testing (SAST) has unique benefits for the identification of vulnerabilities at the 

initial stages of the software development life cycle. However, because SAST runs by inspecting the source 

code without running the application, it is very helpful in identifying security flaws within the early stages of 

software development [8]. This is important for dropping the costs of correcting security problems, which are 

often higher in the later stages of a product’s lifecycle than during the development phase. SAST gives first-rate 

breadth analysis, which means all the possible code paths are checked within a program [9]. Here, such 

strengths as good coverage of input validation flaws, insecure handling of cryptographic data, and hard-coded 

credentials are identified. Nevertheless, SAST is the perfect compatibility of the approach with contemporary 

development platforms, such as IDEs and CI/CD [10]. This integration allows performing security testing with 

each push of the code-to-code repository, thus strengthening the security from the development phase. 

 
Figure 3: Static Application Security System 

 

One of the biggest concerns of the tool is that it has many false positives. The Synopsys report reveals that 

SAST tools can produce up to 70% false positives when they send out an alert [11, 12]. This large number of 

alerts can result in alert fatigue whereby in their pursuit to ignore the numerous fake alarms they may end up 

missing real vulnerabilities. Moreover, SAST has no runtime information, and it cannot identify a range of 

issues that is, such as memory leaks or inept authentication settings [13]. There are two major drawbacks of full 

codebase scans: time consumption, which increases with the increased size of a program and its use of 

extensions; The long scan times are quite a drawback in this form of development since this might slow down 

development which is quite contrary to the agile development system [14]. Nevertheless, there are major 

challenges, letting SAST stay as an important layer in security testing of early stages. 
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Figure 4: Security Scanning Tools and Processes 

 

4. Dynamic Application Security Testing (DAST) 

DAST- Dynamic Application Security Testing- is a type of black-box testing where the objective is to check 

security flaws in an active application through its interaction with the external interfaces. DAST, unlike SAAS 

(Static Application Security Testing), does not require the target application's source code; this makes DAST 

suitable for testing third-party or externally accessible parts of an application [15]. This approach proves to be 

more beneficial in the identification of runtime vulnerabilities such as; SQL injections, cross-site scripting 

(XSS) and broken authentication schemes. 

The major benefits linked with DAST include; The possibility of identifying issues which are actual only when 

the application is functioning. This real-time analysis highlights the areas of vulnerability that such traditional 

testing methodologies may not be able to identify. For example, when compared to other methodologies such as 

DAST it can provide an understanding of how the data is processed through external interfaces and helps one to 

get a better view of how this particular application behaves in conditions of real-life usage [16]. Second, DAST 

does not require access to the source code since it tests for the presence of vulnerabilities, and this is another 

benefit – one can employ this type of testing if the source code is unavailable, for example, when testing third-

party components, or microservices architecture. This flexibility makes it a prime weapon in today's flexible, 

componentized app environments [17]. DAST is also preferable to SAST because it provides fewer incidents of 

false positives. This is in contrast with AST which tests an existing application against a fake copy since DAST 

communicates with a live application then the vulnerabilities revealed are real security threats. For instance, 

DAST would only report cross-site scripting (XSS) vulnerability after demonstrating the ability to inject a script 

and watch how it is executed, which makes the type of false alarm noise produced by automated security testing 

[18]. 

 

 
Figure 5: Dynamic Application Security Testing 
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However, it is still necessary to note that DAST also has some disadvantages. The major disadvantage is that it 

identifies a small percentage of all the code in the code base. Again, what DAST can do is check black-box 

pieces of the application that it can interact with, usually executable components such as APIs and inputs [19]. 

This means that failsafe internal keys like business logic or back-end processing could be kept from running. 

Therefore, DAST should be utilized in combination with such testing approaches as SAST, which can identify a 

range of risks across the whole codebase. The problem with DAST is that it is difficult to determine the time 

when vulnerabilities are exposed. DAST works based on having a fully functional and running application 

which is why the problems are observed later in SDLC and the cost of fixing them is high [20]. While SAST is 

capable of detecting problems at this stage, it is done in advance, and developers can solve problems before the 

application is released. 

 
Figure 6: DAST Working Process 

 

Some aspects of DAST tools need tuning to generate positive outcomes. This is a common problem with any 

complex application because most automated scans need to be configured properly to identify all the 

vulnerabilities [21]. For instance, some applications may need particular recommendations for the authentication 

particularities or the handling of the sessions, all these aspects need to be taken into consideration during the 

scan. By far, DAST is an effective functional technique for vulnerability probing in online applications. It still 

has its drawbacks, such as lower code coverage and later detection, but the ability to find real vulnerabilities is 

critical for overall security when used in combination with the SAST method. 

 

5. Interactive Application Security Testing (IAST) 

IAST is the combination of the best aspects of both SAST and DAST, as it analyses the applications when they 

are running, but at the same time provides a detailed overview of their security conditions. IAST in this context 

deploys sensors or agents to gather data from the two contexts – application source and execution [22]. Another 

advantage of IAST is that it provides constant feedback on vulnerabilities. During development when the 

application is run and tested the IAST is constantly reviewing how the code behaves with the externally sourced 

inputs and immediately after a vulnerability is unmasked an alert is given [23]. Real-time feedback, or insects, 

makes it much faster to track down and address these weaknesses, freeing up programmers from time-

consuming security troubleshooting. IAST tools help to lower the time needed to find issues to a maximum of 

30% if compared to standalone testing tools and that's why they are perfect for today's rapid development circles 

[24]. 



Somi V                                                     Journal of Scientific and Engineering Research, 2023, 10(8):158-165 

Journal of Scientific and Engineering Research 

163 

 
Figure 7: Interactive Application Security Testing 

 

This makes IAST complement well CI/CD pipelines which are commonplace in agile environments where 

developers often rewrite, and fresh features are deployed. IAST Secures Software by Identifying Them Early 

IAST integrates security testing into a development cycle, meaning that no security bugs ever get to production-

level code [25]. A problem of the proposed approach is based on the fact that the use of agents or sensors can 

introduce a performance overhead when applications are busy with traffic. Secondly, the implementation and 

configuration of IAST tools may also be quite challenging especially when dealing with large code bases. Last 

but not least, IAST strictly relies on its agents, and even minor misconfiguration can result in either partial or 

erroneous testing outcomes. 

 

6. Uses, Impact, And Scope 

DAST, SAST and IAST have their inherently important tasks to perform to safeguard large-scale web 

applications throughout the development phase. First-generation instruments, such as Static Application 

Security Testing (SAST), are most effective in the earliest stages of the SDLC when the code repository is most 

dynamic [26]. Static Application Security Testing (SAST) makes it possible for developers to find code-based 

weaknesses, such as buffer overflows and input validation errors, before deployment thus saving a developer a 

lot of money in terms of fixing a security bug as estimated by IBM, to be as high as 75 percent [27]. SAST tools 

are most used with the capability of scanning complete source code and it is most efficient in organisations 

where operational teams are allowed full access to the code base. DAST, therefore, is best carried out in a pre-

production or pre-staging environment where the live application test may be done. It effectively recognises 

runtime vulnerabilities such as SQL injections and lacking authentication during runtime thus helping in the 

minimization of risks posed by external threats [2, 26]. However, the disadvantage of DAST is its inability to 

navigate through the inner pathways of the code or otherwise stay as being optimal for assessing the outer parts 

of an application. 

IAST kind of bridges between SAST and DAST by providing feedback about many of both the static and 

dynamic code vulnerabilities in real-time throughout the SDLC. IAST, integrated into the application, works 

very well with the CI/CD pipeline, reporting on security issues in real-time as the code is written. The real-time 

notification helps the teams quickly remediate most of the vulnerabilities, meaning that security issues do not 

make it to the production level. IAST is the most comprehensive technique, but it is efficiency widely depends 

on how it is embodied and used correctly to scan the maximum amount of code and runtime environments. 

 

7. Conclusion 

In today's fast evolutionary world of the development of web applications, the security of the system is always a 

major concern. Specifically, web applications with many users and high availability are exposed to a growing 

number of complex threats, so the selection of the appropriate security testing approaches is critical. SAST, 

DAST and IAST are good tools but have some demerits and the merits or effectiveness of these methodologies 

mainly depends on the type of environment in which have been applied. 

SAST is particularly useful for the kind of code analysis applied at the initial stage of a software development 

project, and it might be an effective way to detect vulnerabilities that have not yet been included in production 
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environments. They found out that DAST is important to find runtime vulnerabilities but it is more effective 

when in combination with other testing techniques. IAST gives the best coverage and is equipped to give 

feedback as often as possible during the phases of the SDLC. 

Presumably, the best way of securing large web applications is to implement all three methodologies of 

application security although wearing different layers. In the same manner, new methods such as Feedback-

Based Application Security Testing (FAST) hold for the future possibility of improving the vulnerability 

spotlights, especially in complicated application structures. Integrated security at the source, during the 

development process, in the application and during the final stages can be used to develop strong security 

prospects that greatly minimise chances of data violation and security of sensitive details. 
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